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ABSTRACT

Reading and interpreting error messages are significant aspects of

a software developer’s work. Despite the importance and preva-

lence of error messages, especially for novices, SQL compiler error

messages from various relational database management systems

have seen limited development since their inception. This lack of

progress may stem from the fact that it is not well-understood what

constitutes an effective error message. With data from 568 partici-

pants across three student cohorts, we investigate whether novel

SQL error message design guidelines can explain success in fixing

SQL syntax errors. The results indicate that some of the guidelines

indeed serve as building blocks toward more effective SQL error

messages for novices. However, error messages that adhered to

certain guidelines showed inconclusive or negative results. These

findings can be applied to iterate on SQL error messages in SQL

learning environments or SQL compilers.
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1 INTRODUCTION

A significant aspect of software development involves reading and

interpreting compiler error messages [2]. However, it is widely

acknowledged that error messages are often unhelpful in resolving

errors [5]. Several studies have proposed guidelines for design-

ing general system messages [14], particularly for programming

This work is licensed under a Creative Commons Attribution

International 4.0 License.

ITiCSE 2024, July 8–10, 2024, Milan, Italy
© 2024 Copyright held by the owner/author(s).

ACM ISBN 979-8-4007-0600-4/24/07.

https://doi.org/10.1145/3649217.3653552

language error messages [4, 23], especially within the realm of

computing education. Nevertheless, what contributes to more effec-

tive error messages remains largely unclear. Besides programming

language compilers, other computer languages, such as query and

markup language compilers and interpreters, produce error mes-

sages that are similarly unhelpful. SQL, in particular, falls into this

category [15]. SQL is a challenging language to learn even without

confusing error messages [16].

The goal of this study is to investigate whether novel SQL error

message design guidelines [17] related to the clarity and compre-

hensibility of SQL error messages can explain the success or failure

of participants in fixing SQL syntax errors. The resulting multilevel

binary logistic regression model indicates that five of the nine de-

sign guidelines have a statistically significant association with the

success or failure of error fixing. For instance, the model reveals

that simply formatting error messages to place the most important

information first increases the odds of successfully fixing a syntax

error by a factor of 3.8. Additionally, the model suggests that as

much as 15% of success in fixing syntax errors is attributed to in-

dividual differences. These findings can help us understand which

aspects of SQL error messages assist or hinder learners in query

formulation and how error messages should be crafted to cater to

the needs of novice users in error recovery.

The rest of this study is structured as follows. In the next section,

we discuss error messages and the novel SQL error messages design

guidelines. In Section 3 we detail our data collection and partici-

pants, and in Section 4 present our resulting model. In Section 5

we discuss threats to validity, speculate the reasons behind the

model, and provide practical implications of the results. Section 6

concludes the study.

2 BACKGROUND

2.1 System messages

It is rather widely accepted that system messages, i.e., natural lan-

guage messages output by various programs, are problematic in

many different ways [8, 12, 23]. In 1982, Shneiderman [14] intro-

duced five guidelines for designing general system messages: be
brief, be positive, be constructive, be specific, and be comprehensible. It
seems justified to argue that the introduction of such simple guide-

lines propounds the view that system messages over 40 years ago

were not brief, positive, constructive, specific, or comprehensible.

Unfortunately, it seems that even these simple guidelines have not

been widely adopted today [17].

Based on professional opinions and empirical research, the gen-

eral system message guidelines have been further particularized
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Find the most
common SQL

syntax errors [20]

Create an SQL
syntax error

test suite [19]

Formulate guidelines
on how error messages

should be designed [17]

Test whether old
error message guidelines
explain error message
effectiveness [17]

Find DBMSs with the
most effective

error messages [18, 19]

Test whether new
error message guidelines
explain error message

effectiveness

this study

Figure 1: Research goals and questions of the most relevant prior studies leading up to this study, which is depicted in the

rightmost rectangle

[23] and composed [4] especially for programming language com-

piler error messages. These guidelines suggest, e.g., clarity and
brevity, using programmer language and locality of error messages

[23], as well as showing examples and allowing dynamic interac-
tion in error recovery [4]. Compared to the number of suggested

improvements for programming language error messages, the num-

ber of studies providing quantitative evidence on the effects of

enhanced error messages is on par with the amount of anecdotal ev-

idence presented [4]. Empirical studies have shown that enhanced

programming language error messages may reduce the number

of committed errors [e.g., 3], and that the end-users may prefer

enhanced error messages [e.g., 1, 21]. Many of these guidelines have

similarities, but also contradict each other. However, several stud-

ies have reported inconclusive or negative results [e.g., 9, 10, 13].

Recent works have also investigated factors such as focusing on

error message readability [12] and the use of large language models

in enhancing programming language error messages [7].

2.2 SQL error messages

Compared to programming language error messages, error mes-

sages produced by the SQL compilers of various database manage-

ment systems (DBMS) have received little scientific attention. For

example, a comprehensive literature review from 2019 lists over

300 scientific studies on programming language error messages

[4], while studies on SQL (or query languages in general) error

messages number under a dozen.

Fig. 1 outlines particularly influential prior studies that have

contributed to our study. We will discuss these studies in a chrono-

logical order, highlighting their contributions to this work. In 2018,

a large-scale empirical study analysed errors that novices commit-

ted in SQL query formulation [20]. The analysis uncovered, among

other things, the most frequent syntax errors, as well as syntax

errors that were the most difficult to fix (i.e., the most persistent
syntax errors). Based on these findings, a subsequent study created

an SQL syntax error test suite consisting of sixteen erroneous SQL

queries [19]. Each query contained one of the sixteen most per-

sistent syntax errors. The purpose of the test suite was to enable

testing of how well study participants can fix syntax errors given a

corresponding error message, and how the participants would rate

the error messages according to several subjective metrics.

The test suite has been used in several studies on SQL error mes-

sages. One study used the test suite to compare the error messages

of four traditional relational DBMSs using several metrics such as

error fixing success rate, as well as metrics pertaining to partici-

pants’ subjective experiences such as error recovery confidence and

error message usefulness [19]. Another study used the test suite to

compare error messages of four NewSQL systems [18]. NewSQL

systems are relational DBMSs that are built from the ground-up

using some best practices introduced by NoSQL systems. Finally, a

recent, mixed-methods study [17] used the test suite in coding the

respective error messages of eight DBMSs according to Shneider-

man’s [14] general systemmessage guidelines. The results indicated

that the general system message guidelines poorly explain SQL er-

ror message effectiveness on syntax error fixing. The same study

collected qualitative data on what an SQL error message should

contain, and formulated a framework of nine guidelines for SQL

error message design.

2.3 SQL error message guidelines

The framework for SQL error message design [17] consists of nine

guidelines divided into four groups. The where group instructs

the error message to provide line number (guideline #1) on which

the error occurs. Due to the nature of SQL, line breaks are not

syntactically necessary, and the guidelines also instruct to specify
error position (#2). This is done by a cadet symbol in some DBMSs

(cf. Fig. 2c, second line).

The what group advises that the error message should both

explain what causes the error (#3) and explain why the error occurs
(#4). For example, an error message should say that an erroneous

SQL statement contained more than one WHERE clause (i.e., this

caused the error), and that placing more than one WHERE in the

same statement is not necessary, as multiple expressions should

be separated with AND and OR operators (i.e., why this is an error).
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SELECT id, name , status
FROM project
WHERE name LIKE ('H%', 'J%', 'K%')
AND manager_id IN

(SELECT id
FROM employee
WHERE sname = 'Smith ');

(a) An erroneous SQL query (test suite test T04) [19]

ORA -00907: missing right parenthesis

(b) Oracle Database error message

Line 3: name LIKE ('H%', 'J%', 'K%')
^

LIKE cannot be used with a list of values.

HINT: If you are using wildcards , consider using
logical operators AND or OR between
expressions. Alternatively , if you are not
using wildcards , try replacing LIKE with IN.

EXAMPLES:
SELECT *
FROM product
WHERE name LIKE 'A%'
OR name LIKE 'B%';

SELECT *
FROM product
WHERE name IN ('Alpha ', 'Beta ');

(c) Iterated error message [17]

Figure 2: An erroneous SQL query and corresponding error

message from Oracle Database, and a corresponding error

message iterated according to the SQL error message design

guidelines [17]

Additionally, most important information should be placed first in
the error message (#5).

The how group guides the error message towards constructive

suggestions. The error message should provide suggestions on how
to fix the error (#6), and provide working examples of similar query
concepts (#7). Arguably, these guidelines contradict Shneiderman’s

guideline of being brief, yet the framework justifies these based on

empirical evidence.

Finally, two guidelines cover the nature of the error message as

a whole. These guidelines advise to remove unnecessary elements
(#8) such as error codes and host names, or move them to the end

of the message, as per guideline #5. Finally, the guidelines instruct

to use plain English (#9). Fig. 2 shows an example of the application

of the guidelines on an SQL error message.

3 RESEARCH SETTING

3.1 Data collection instrument

The test suite [19], i.e., our data collection instrument in this study

consists of sixteen tests. One test consists of five elements: (i) a
database schema diagram representing the underlying database, (ii)
a task in natural language, e.g., find the IDs, names and status of
projects which start with an H, J, or K, and have a manager whose

surname is Smith, (iii) an SQL query that corresponds to the task,

but contains a syntax error, (iv) a respective error message yielded

by a DBMS, and (v) a free-form text field in which the participant

is asked to fix the syntax error.

The test suite can be customized in various ways. One way to

customize the test suite is to incorporate error messages from dif-

ferent DBMSs in order to, e.g., compare the effectiveness of error

messages of different DBMSs with each other, as described in Sec-

tion 2.2. We chose to utilize the modified test suites reported in

previous studies [18, 19], which incorporate error messages from

a total of eight different relational DBMSs: MySQL, PostgreSQL,

Oracle Database, SQL Server, NuoDB, CockroachDB, SingleStore,

and VoltDB. Effectively, this means that we utilize eight different

test suites, which differ from each other only by the error messages

they contain.

3.2 Participants

We recruited study participants from a database and data man-

agement course given at the authors’ university. The course fol-

lowed AIS/ACM curriculum guidelines for information systems

[22] course on databases, and consisted of lectures and practical

exercises on topics such as Entity-Relationship modeling, database

normalization, and SQL. We recruited the participants mid-course,

after all SQL topics had been covered. A total of 568 participants

were recruited from a total of three cohorts, n = 302, n = 184 and n
= 82, respectively, an overall response rate of 78%.

3.3 Data collection

Potential participants who showed willingness to participate in the

study were shown a full privacy and data collection statement prior

to participation. Participation yielded no advantages or disadvan-

tages, and was voluntary. After a participant chose to participate,

they were randomly assigned to one of the eight test suites, i.e.,

one participant was assigned to the test suite containing error mes-

sages output by MySQL, another to a test suite containing error

messages output by PostgreSQL, etc. Next, a participant was shown

one test in the test suite of sixteen tests. After the participant had

completed the test, the next test was shown until all sixteen tests

in the assigned test suite were completed. All tests were shown in

random order for each participant.

3.4 Data preparation

After data collection, we coded all 128 error messages (16 tests ×
8 DBMSs) in the tests suites according to the nine error message

guidelines. That is, we considered whether an error message ad-

heres to each of the guidelines. With the exception of guideline

#7 (provide working examples of similar query concepts), all error
message guidelines were adhered to by at least one of the 128 error

messages. Since guideline #7 was constant in all error messages,

it was omitted from the subsequent analysis. Therefore, each er-

ror message received eight codes. The coding was binary. We also

considered the correctness of each submitted, fixed SQL query

by running the queries through their respective DBMSs, e.g., the

queries submitted by participants in the MySQL test suite were run

on MySQL to assess their correctness. If a query contained at least
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Table 1: Multilevel binary logistic regression model predicting success in fixing the queries; the values in the expected odds

column indicate how error messages adhering to a particular guideline explain error fixing success – values below one indicate

that adhering to the guideline decreases the odds of successfully fixing errors, and values greater than one indicate the opposite;

confidence intervals (CI) are for expected odds

Fixed effects Coefficient Std. error p Exp. odds 95% CI (lower) 95% CI (upper)

Intercept 1.541 .066 < .001 4.667 4.087 5.329

Remove unnecessary elements 1 -1.405 .273 < .001 .245 .144 .419

Remove unnecessary elements 0 0*

Place the most important information first 1 1.345 .284 < .001 3.839 2.201 6.697

Place the most important information first 0 0*

Explain why the error occurs 1 -.401 .067 < .001 .669 .587 .763

Explain why the error occurs 0 0*

Provide suggestions on how to fix the error 1 .369 .092 < .001 1.447 1.209 1.732

Provide suggestions on how to fix the error 0 0*

Explain what causes the error 1 .174 .065 .008 1.190 1.047 1.353

Explain what causes the error 0 0*

Random effects σ
2

Std. error p

Intercept (participant) .585 .060 < .001

Intraclass correlation (ICC)

Participant 0.151

*The factor above is compared to the factor that gets the value of zero (i.e., intercept)

one syntax error, the query was marked incorrect, i.e., the partici-

pant had failed to fix the query. If a query was deemed syntactically

correct by the DBMS, we evaluated the query’s logical correctness

without any computational automation. If a query contained at

least one logical or semantic error, the query was marked incorrect.

If the query contained no errors, the query was marked correct.

The error message coding served as independent variables (i.e.,

fixed factors or predictors) and query correctness as the dependent

variable (i.e., predicted variable) in our subsequent analysis.

4 RESULTS

We developed a multilevel binary logistic regression model to ex-

amine the influence of the previously explained SQL error message

design guidelines on the probability of query fixing accuracy. We

conducted the analysis using IBM SPSS 28.0. Multilevel binary lo-

gistic regression is a statistical approach utilized when the outcome

variable (i.e., success in query fixing) is binomial, with 0 indicating

that the query was not fixed correctly, and 1 that the query was

fixed correctly. An α-level of .05 was chosen.

The model comprises 9,088 attempts to fix queries contributed

by 568 participants. In the intercept-only model, we found the intr-

aclass correlation (ICC) to be 14.6%. This indicates the appropriate-

ness of employing a multilevel model, as the ICC value significantly

deviates from zero [cf. e.g., 11]. The ICC measures the proportion of

the total variation in the outcome that can be attributed to between-

group differences – in this case, differences between participants.

According to the intercept-only model, the unconditional probabil-

ity of a query being fixed successfully was 80.8%.

As fixed factors, we added the codings of eight error message

guidelines that were previously discussed. Among these, three

(namely, providing line number, specifying the error position, and
using plain English) did not show statistical significance as predic-

tors, and were consequently removed from the model. In the final

model, the expected success rate for successful query fixing was

82.4%. The final model is presented in Table 1.

The intercept represents the baseline probability of an SQL query

being fixed successfully. In this case, the odds of a successful fix are

approximately 4.7 times higher than the odds of an unsuccessful

fix. The strongest predictor for query success in the model was re-
move unnecessary elements. However, the negative regression slope

suggests that when the error message contained no unnecessary

elements, the odds of a query being fixed successfully decreased by

approximately 75.5% (expected odds = .245). The second strongest

predictor was place the most important information first, which in-

dicates that queries with this factor have significantly higher odds

(3.839) of being fixed successfully. The third strongest predictor

was explain why the error occurs. However, the regression slope for

this variable is negative, meaning that when this variable is present

in the error message, it decreases the likelihood of successful fix.

The next predictor, provide suggestions on how to fix the error, had
a positive regression slope. This suggests that when suggestions

in the error messages are present, the odds of successfully fixing

the query are 1.447 times higher compared to when suggestions

are not present. The final predictor in the model is explain what
causes the error, which indicates that with an explanation in the

error messages, the odds of fixing the query successfully are 1.190

time higher that without an explanation. The ICC in the final model

was 0.151, indicating that approximately 15.1% of the total variation

in query fixing success is due to differences between participants.
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5 DISCUSSION

5.1 General discussion

Overall, the results show that SQL error messages that follow some

guidelines facilitate successful error recovery, while following other

guidelines decrease query fixing success. Arguably, some of these

results appear counter-intuitive. Such observationmay be explained

by the ICC, which suggests that a significant amount of successful

error recovery rests on individual differences, i.e., some error mes-

sage design guidelines help some learners while hindering others.

Designing error message design guidelines is difficult due to

complexity of the tasks and individual differences. Despite the fact

that some design guidelines are formulated based on empirical data,

the guidelines may be in conflict with other guidelines or even

with themselves [6]. For example, Shneiderman’s [14] guidelines

for constructiveness and brevity may be seen to contradict each

other. It has been suggested that different design guidelines are

not to be followed strictly, but for limiting design space away from

unusable systems [6, p. 259]. In other words, design guidelines

provide perspective for the designer to consider important aspects

of error messages.

5.2 Implications guideline-by-guideline

5.2.1 Provide line number. The lack of statistical significance sug-

gests that line number alone may not explain error fixing success.

It is possible that other factors play a more crucial role here, or

that the relatively short and simple SQL statements in the test suite

diminished the importance of line numbers in the error messages.

In order to assess this factor further, the SQL statements in the test

suite could be made more complex, while still keeping the syntax

errors the same. This could be done by increasing the complexity

of the database schema and the tasks.

5.2.2 Specify error position. Similar to the previous guideline, the

lack of statistical significance here might indicate that participants

rely on other cues to identify error location, or that the relative

simplicity of the SQL statements in the test suite diminish the

impact of this factor. It may be that some of the error messages

implied the error position (e.g., syntax error near “,” ), and since the

erroneous SQL statement contained commas only in the SELECT
clause, finding the error position was relatively easy.

5.2.3 Explain what causes the error. This factor increasing the odds
of success by 1.190 suggests that explaining the cause of the error

helps participants understand the underlying issue better. This

additional context likely aids in more accurate and efficient error

resolution.

5.2.4 Explain why the error occurs. The decrease in the odds of

success by 1.331 (i.e., expected odds = .669) could imply that overly

detailed explanations about why the error occurred might confuse

participants or distract them from the task of fixing the error. It is

possible that a balance between clarity and brevity is essential in

such explanations. However, the logistic regression model built in

a previous study [17] indicated that error message brevity (as per

Shneiderman’s definition [14]) fails to explain SQL error message

fixing success in 15 out of 16 cases.

5.2.5 Place the most important information first. The significant
increase in odds by 3.839 suggests that organizing error messages

with the most critical information upfront greatly benefits novice

participants. According to the qualitative analysis that formed the

basis for the error message design guidelines, the most important

pieces of information are the error position, presented as a line

number or by replicating the line on which the error occurs, as well

as the specific error position, as well as information on what causes

the error [17].

5.2.6 Provide suggestions on how to fix the error. This factor increas-
ing the odds of success by 1.447 aligns with the arguably intuitive

idea that offering concrete solutions or hints for fixing the error

can guide participants effectively. Such guidance likely reduces the

trial-and-error aspect of error recovery.

5.2.7 Provide working examples of similar query concepts. Since
none of the coded 128 error messages adhered to this guideline,

the coding in the data was constant, and this factor was omitted

from the model entirely. According to the practical examples of

the applications of this guideline, the guideline does not instruct

dynamic suggestions, i.e., the suggestions provided in the new error

messages are concrete SQL examples, but not necessarily related

to the current task but rather to the query concepts such as using

LIKE or GROUP BY.

5.2.8 Remove unnecessary elements. The decrease in the odds of

success by 1.755 (i.e., expected odds = .245) suggests that the removal

of potentially helpful information may hinder participants. It is

possible that some non-essential-deemed details can still aid in

understanding and resolving the error. What separates many of the

eight DBMSs studied here is that error messages of PostgreSQL,

CockroachDB and VoltDB contain no error codes or environmental

variables. The error messages of the rest of the DBMSs either always

or sometimes contain error codes, and these error codes are always

placed at the beginning of the error message. One reason why

adherence to this guideline does not positively affect error fixing

success might be that these unnecessary elements are merely small

parts of the error message. The examples of iterated error messages

[17] never contain error codes, possibly due to the fact that the

iterated error messages are not produced by any particular DBMS,

but rather general SQL error messages.

5.2.9 Use plain English. The lack of statistical significance here

could indicate that, in this specific research context, the use of plain

English in error messages does not have a measurable impact on

participants’ ability to fix syntax errors. It is possible that the novice

participants in this study were accustomed enough to technical SQL

terms and were able to work with the error messages regardless of

whether technical or plain language was used.

5.3 Practical implications

To our understanding, this is the first time multilevel modeling has

been applied in database education research, and we encourage

computing education researchers to utilize the method in under-

standing the effects of individual student differences. In this study,

the increase in ICC from 14.6% to 15.1% suggests that the explana-

tory variables included in the multilevel regression model explain
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some of the variation in query fixing success, but there are still

individual differences among participants that affect the outcome.

The increase signifies that the model accounts for more of the vari-

ation, but some of the variation remains unexplained, which is

typical in complex datasets. This simply means that some students

are naturally better at fixing errors. Yet, considering the predictors

and the increase in ICC, this means that while some students are

naturally better at fixing errors, some students do better because

they receive better error messages. However, there are still some

differences we cannot explain. Perhaps the liveliness of the research

field surrounding error messages in general explains how difficult

it is to understand what is an effective error message, despite how

easy it seems to point out what is problematic in error messages.

Despite the indications that subjective metrics of what is per-

ceived helpful in an SQL error message seem to correlate with

objective metrics such as error fixing success [18], the results of

this study may indicate that the aspects novices seem to value in

SQL error messages may not necessarily all be aspects that facilitate

error fixing success. We speculated in Section 5.2 that some of the

results may be explained by relatively simple SQL statements in

the test suite. It has also been speculated that binary error fixing

success may not be the most fitting metric to measure error mes-

sage effectiveness [18, 19], and using e.g., time taken to fix errors

may yield more detailed results.

5.4 Limitations and threats to validity

A threat to validity regarding the test suite is that it introduces

an unnatural environment in which errors are fixed. Typically, a

query writer engages in a feedback loop with the DBMS by writing

a query, receiving an error message, and repeating the process until

the query compiles and is syntactically and logically correct. With

the test suite, participants do not write the initial queries them-

selves, but the queries are provided by the test suite. Additionally,

participants do not receive feedback whether they fixed the query

correctly. However, it is understandable that by letting participants

formulate the initial queries, it would be more difficult to control

that the participants indeed commit syntax errors. This would, in

turn, introduce more confounding variables.

Although this study merely considers the error message qualities

of eight relational DBMSs, these DBMSs arguably represent some of

themost popular traditional relational and NewSQL systems. All the

test suites used in this study are publicly available as supplementary

files of previously published studies [18, 19].

6 CONCLUSION

Despite the age of several SQL compilers, it remains unclear what

makes an SQL error message effective. In this study, we explored

whether adhering to specific SQL error message design guidelines

plays a role in the effectiveness of SQL error messages and whether

this adherence can predict the success or failure of fixing SQL

syntax errors. The results indicate that placing the most important

information first in the error message, providing suggestions on

how to fix the error, and explaining what causes the error contribute

to error messages that enhance the success of fixing SQL syntax

errors. The results suggest that when error messages adhere to these

guidelines, they facilitate successful error fixing. However, the study

results do not fully explain the role of some guidelines, raising the

possibility that either some of the guidelines are ineffective, the test

suite statements might be too simple, or that error fixing success

may not be a suitable metric to measure the effectiveness of the

error message design guidelines. The results yielded by this study

may be utilized in formulating more effective SQL error messages

in SQL compilers and learning environments.
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